![](data:image/png;base64,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)

# Group Contribution

The members of the group consisted of Nadia Abulhawa, Haikah Ghoghari, Jamie Hill, Amy McFarland and Sam Muir.

In respect to the coding aspect of the group project, each member was assigned particular classes which was exhibited in the group planning schedule in the development report. Jamie was assigned the File IO and report generator classes, Nadia was assigned the flight classes, Haikah coded the passenger and baggage classes, Sam was assigned the Booking classes and Amy was designated the GUI classes. Throughout this part of the project, each group member assisted other members in their classes and testing which proved beneficial in completing the classes on schedule. Jamie offered assistance with the testing and flight classes and providing advice for other members classes. Nadia, Amy and Haikah worked together frequently helping each other complete their classes. Sam also provided assistance when it was required. Additionally, every group member read through each class that was committed to GitHub. This ensured that before each class was committed the group was happy that the classes included everything required. The integration of all the code was completed by \*\* which involved correcting any bugs that occurred in the program. After reading the report and ensuring the code worked effectively, the submission was done as a group to ensure everyone was satisfied with the work that had been accomplished.

As a group, we worked effectively together and often met to assist other members with their classes and discuss the objectives that had to be fulfilled for the next meeting. Each group member worked and contributed equally to the project.

In regard to the group report, each section was completed as a group with each member contributing equally. Amy wrote the summary and group contribution section of the report which was checked by the entire group. The class diagram restructuring was discussed as a group and individually completed by Nadia. The data structures section of the report was completed by Amy and checked by the group. The program functionality decisions were discussed a group during the coding part of the project and written by Amy. Finally, the testing section was completed by Sam. Before submission, the report was read by each group member to ensure everyone was satisfied with the completed work.

# Repository Link

https://github.com/jamiefhill/hw-ase-stage-one-check-in-system

# Status Report

This program meets the specification fully.

# Class Diagram

Activity Diagram (for calculating the excess baggage fees)

# Data Structures

The original data structures that were discussed in the development report have not changed and the decisions on which structures to use have remained the same. Though additional data structures were found that needed to be added

The booking collection class used a HashMap structure, for the same reasons that were provided in the development report. For example, it would allow the finding of a booking quickly for the user when their booking code was entered into the GUI. This proved beneficial and effective as it did not disrupt the flow of the program for the user.

The flight collection class implemented a TreeSet structure as it provided the optimum functionality for the final output report as it iterated through the set of flights. Additionally, it offers a sorted list of flights for the report.

# Program Functionality

As a group, when analysing the required functionality, we wanted to keep it simple and produce what the specification requested. When we looked at the requirements the first thing that stood out to us was the need for a booking collection and a flight collection. This is where we started in building our application. For the booking collection, as explained in the data structures section, we went for a HashMap data structure and wrapped this in a class to produce a BookingCollection class that would allow us to use class methods to interface the required functionality of the Data Structure. This meant we have a find method and a find per flight method to return booking objects that match the criteria. We took a similar approach for the Flight data structure and wrapped it in a class to produce a FlightCollection that allows us to find flights. Within both of these collections are the individual Booking and Flight object that allow us to manipulate the actual data for individual Bookings and Flights. From here we added a Passenger class to contain the Passenger information and the passenger class has a Baggage class that allows us to add baggage and calculate the excess costs for the passenger. The 2 collection classes have a load method that accesses a CSV processor class, this has a single responsibility to convert a string line with comma separated values into a String Array, which is added to an Array List that represents each line of the file. It also does the opposite to allow us to write CSV files back out to file. The CSV Processor class uses a FileIO class which reads in each line of a file to create an ArrayList for those lines and similarly takes an Array List and writes it out to a file. The load data methods for the Flights and Bookings are done within the constructor, taking only a String FileName parameter to load each one’s respective content. This is done before the GUI classes are created or displayed, meaning that we can pass a fully loaded Booking and Flight collection to the display part of our system. From here we can enter the Booking code, which follows a structure of two letters followed by a hyphen and then a three digit numbers such as **BA123-121** and also a last name from which we can look up a booking by code and then access a Passenger object to compare that the last names match. We then request that the passenger enter baggage length, width, height and weight before confirming the check in. If there is an excess baggage fees then this is displayed in a dialog box before going back to the main GUI screen for the next passenger to Check In. The excess charge was calculated by the allowed weight on a flight divided by the total possible passengers on a flight. If the passengers baggage weight minus the allowed weight per passenger was greater than zero then the amount greater than zero is multiplied by the excess charge value. These values are loaded from the Flight object that is looked up once a booking is found. We also needed a way to persist passengers check ins between the 2 GUI windows that we use, so the confirm gui and check in gui both take booking and flight collections as parameters to their constructors allowing any changes made to either collection to be passed back to the other window as the use of the application progresses. Finally we have to write out a report on the status of each flight when the application is closed. We do this by taking all the flight objects as a collection from the Flight Collection and use an iterator to work through each flight, then we request all bookings for that flight code from the Booking Collection findBookingsByFlightCode method and this allows us to generate the required statistics per flight before building a String Array, for columns, into an ArrayList, for rows, and passing that to the CSV processor to write out the required report.

# Testing

JUnit testing was completed for the